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PREEMPTIVE SECURITY AND ROBUSTNESS TESTING SOLUTIONS
Introduction

The increased complexity of new technologies and faster software release cycles are making traditional reactive security solutions ineffective. Instead, more adaptable, preemptive product security testing is needed. Moreover, for example, due to agile development and outsourcing, the software development process itself is also becoming more complicated further increasing the need for more effective product security practices. The Building Security In Maturity Model (BSiMM) and Microsoft’s Security Development Lifecycle (SDL) concept combine preemptive security testing with the SDLC models. Fuzzing and static code analysis are both a natural part of these secure development best practices, because they promote building security into systems proactively, instead protecting vulnerable systems and reacting to security issues. In this whitepaper, we describe how fuzzing and static code analysis can be used as complementary methods to ensure the security and robustness of your software.

Building Security into Systems

Vulnerabilities Enable Attacks

Vulnerabilities are not created, when a system is being attacked; they enable attacks. Vulnerabilities are implementation errors that are introduced into the code, when the programmer makes a mistake. They become vulnerabilities, once the software is released exposing the software for attacks. Security researchers, security companies and hackers discover some of the vulnerabilities, and if they choose to report the findings, they can enable software developers to create patches for the found vulnerabilities. However, other vulnerabilities still exist in the code waiting to be exposed. These unknown vulnerabilities are called zero-day vulnerabilities. Software vendors are unaware of their existence, thus there are no ready patches for them. Once a zero-day vulnerability is triggered, the developers race against the clock to get it fixed, before irrevocable damage is done to the company’s sales or reputation.

All Vulnerabilities are Exploitable

Attackers need to find vulnerabilities in a device or a system in order to devise an attack against it. Basically, any crash-level bug can be exploited to attack a system or an application. Attackers send unexpected inputs to a system, and if they can get an abnormal response from the system, they continue to refine their inputs until they get the system to behave the way they want. Sometimes bugs can be exposed by simple individual inputs, and sometimes attackers have to communicate with longer message sequences with the system, in order to gain access to the deeper protocol layers. In some cases, vulnerabilities can even be triggered by events like heavier than normal use or maintenance. Therefore, the best way to ensure the security of your systems is to build security into it by finding and fixing these critical bugs before they become security vulnerabilities. The goal of both fuzzing and static code analysis is to produce better quality software by finding vulnerabilities in the code before deployment.
Differences in Test Coverage

Testing Entire Systems with Static Code Analysis

Static code analysis tools identify problematic programming practices and risky code structures. The purpose of the code review is to ensure that secure coding policies are being followed. Static code analysis is an efficient process for identifying many common coding problems. It examines the entire source code looking for syntactic matches of common coding problems using patterns and rules. The more advanced tools adopt a multi-layered approach to source code analysis, combining syntactical and semantic analysis with other forms of analysis. These include searching for architectural clusters or spaghetti code, analyzing dependencies and coupling, threading issues and metrics. All of these can relate to the security of a system. Figure 1a illustrates that static analysis tools can find bugs in the entire software, but not all the issues it finds are critical or exploitable.

Testing Open Interfaces by Fuzzing

Fuzzing, on the other hand, is a form of attack simulation, in which unexpected data is fed to the system through an open interface, and the behavior of the system is then monitored. If the system fails, for example, by crashing or by failing built in code assertions, then there is a bug in the software. Similar to advanced code analysis tools, more advanced fuzzing tools also test multiple layers. It is important that the fuzzers can genuinely interoperate with the tested system. Only this way can they access the deeper protocol layers and test the system more thoroughly. In contrast to static analysis, fuzzing can only find bugs, which can be accessed through an open interface, as illustrated by Figure 1b. However, all the found issues are critical and exploitable.
False Positives and Negatives

The problem with static analysis is that it also reports bugs that the software does not contain, namely false positives. Because it is impossible to test the entire system, test tools have to make a number of approximations, which leads to inaccuracies. False positives are troublesome, because checking them consumes valuable resources. Thus, some tools have adopted heuristic or statistic approaches. The advantage of these approaches is that they can reduce the amount of false positives without compromising test coverage. In effect, it can improve a tool's ability to catch critical vulnerabilities.

In fuzzing, there are no false positives: Every bug is discovered as a result of a simulated attack. Thus, they are all real security threats. Simple fuzzing techniques rely on random mutation to create test cases. The coverage of mutation-based fuzzers is limited and thus they only find some of the vulnerabilities the software contains. Yet, this is better than performing no fuzzing at all, because these are the vulnerabilities the attackers would also find. More sophisticated fuzzing techniques improve coverage by using protocol specifications to target protocol areas most susceptible to vulnerabilities. This type of optimized test generation also reduces the amount of test cases needed without compromising test coverage.

Fuzzing is also a quick verification method for third-party developed code. Companies with outsourced code developments can integrate fuzzing into their sourcing processes and mitigate risks by checking their systems before deployment. This type of testing can also take the form of interoperability testing. Moreover, by fuzzing their outsourced software components, the companies can ensure that the price matches the quality and also provides them with tools for price negotiation. In addition, fuzzing can be used by end-users of the software without any access to source code, providing an automated means of quality assurance for later steps in product life-cycle.

Static vs. Dynamic

Static code analysis is a good method for improving the general software quality level. A major difference between static code analysis and fuzzing is the intrusiveness of the testing method. Static code analysis can only be performed off-line. As its name suggests, static code analysis is performed on static code, which is not being executed during test. While this has the benefit of full test coverage, it cannot easily provide a test verdict for complex problems and therefore will result in a lot of false positives. Fuzzing, on the other hand, needs to be executed against executable code. It can find vulnerabilities that are triggered by complex runtime behavior. Such vulnerabilities are not necessarily visible in the static code. Fuzzing can be performed against live systems. However, because fuzzing is an intrusive method of testing and will most probably crash the target system, it is recommended that you at least start testing in a separate environment, for example a virtualized environment or a test lab. Figure 2 illustrates the differences between the testing techniques by comparing the types of bugs they find.
Crisis Management is Expensive

In traditional vulnerability management, most of the costs arise from patch deployment. This not only holds for the vendor-side, but also for the user-side. Patch-deployment is always carried out as a crisis management process. Software developers race against the clock in an attempt to first find and verify the vulnerabilities, and then deploy workarounds or patches for their customers. Often the quality of these patches cannot be vouched for. For example, if there is a buffer overflow vulnerability, the programmers might just increase the size of a buffer without fixing the actual problem. Maintenance downtime during patch deployment is also expensive.

Being Prepared Pays off

In order to improve the security of the software they use, companies need to move away from reacting to somebody else’s security discoveries to proactively finding vulnerabilities. In reactive security, patches are usually implemented in later stages making the whole process more costly. By detecting attack vectors and discovering zero-day vulnerabilities proactively you can stay ahead of the industry and proactively protect yourself against zero-day weaknesses. Fuzzing can also be used to test around patches to verify their quality. But one of the key benefits of proactive testing from a cost saving perspective is that you can do all the testing and patching at your own pace, and then push all the corrections and updates
to your services and systems in one big security push, thus reducing the amount of downtime needed.

Identifying Vulnerabilities

There are open source tools available for both fuzzing and static code analysis. However, in addition to their testing capabilities, their reporting capabilities are also limited compared to more advanced commercial solutions, which not only enable better test coverage and faster test runs, but also provide extensive test case documentation, which makes the repair process easier. For example, they commonly utilize Common Weakness Enumeration (CWE), which is an industry standard, to describe the vulnerabilities. This significantly facilitates the process of identifying and prioritizing the found vulnerabilities.

Fixing Zero-Day Vulnerabilities

If you find critical zero-day vulnerabilities in your own code, the most critical question is how widely employed and how public your product is. If you use open source projects, then the whole process is public, also to potential hackers, who will seize the opportunity to create exploits. After you release a patch, it is a race between your end users employing your update and the attackers seeking to exploit it. You might, for example, consider launching a pre-warning system, at least for your most critical customers, so they know to expect any major security updates. If you find issues in third party software, the important thing is to notify the vendor, so that they can fix the problem and to protect your own systems. In both cases, it is always advisable to contact your local CERT organization, which will assist you in the disclosure process.

Figure 3: Static Analysis and Fuzzing in the SDL

Security Perspective

While the SDL defines the product security process for software developers, the BSIMM model looks at security from a quality perspective. It depicts an organizational maturity model that helps companies benchmark their product security practices to state-of-the-art practices in the industry. The BSIMM model stresses the importance of static code analysis, because it ensures that secure coding policies are being followed. Protocol fuzzers, on the other hand, are essential, because they encapsulate an attacker’s perspective. BSIMM is a product security checklist listing different activities that you might want to include in your own processes, but it does not enforce any activity over others.

Development Lifecycle Phases

One big difference between the BSIMM and the SDL model is that, unlike the SDL model, the BSIMM model does not attempt to place any of the security practices in a certain phases of the SLC. In the SDL model, static code analysis is used in the Implementation phase and fuzzing in the Verification phase, as can be seen in Figure 3. However, both assessment methods can also be used in other lifecycle phases as well.
For software testers the most important phase in the SDL is the verification phase, where fuzzing is used to test the robustness of the system before the release. However, fuzzing can be used throughout the development process from the moment the first software components are ready and even after the release. In fact, the earlier you start fuzzing the easier and cheaper it is to fix the found vulnerabilities. Similarly, the earlier you start using static code analysis the better the results you can achieve. Some advanced approaches even enable you to perform static code analysis directly after the code has been written in a development environment.

9 Combining Fuzzing and Static Analysis

Complementary Testing Methods

Static code analysis covers the entire source code, which makes it a very exhaustive form of testing. Especially, when testing larger scale systems, the amount of found bugs makes it difficult to determine which bugs are actually critical is difficult. Therefore, static code analysis can be a very slow and time consuming process. Fuzzing helps streamline the testing process by focusing the testing effort on the most critical interfaces. Fuzzing is a risk-based testing approach. It is a very representative method for testing software robustness, because it targets the problems attackers would also find. However, some bugs, like problems in error handling when the disc space is full, are triggered through an external interface, yet they are easier to discover with static code analysis, because testing them by fuzzing would require a vast amount of test cases in several different test configurations.

Use Cases for Fuzzing and Static Code Analysis

Fuzzing and static code analysis can be combined easily. When a new type of vulnerability is found by fuzzing, the fingerprint of the vulnerability can be taught to the static code analysis tools. This will help in potentially eliminating similar mistakes in other branches of the code that might not be exposed to attacks at the moment, but can become critical in future releases of the same software. Also, when a vendor releases a patch, you can use fuzzing to test around the patch to test its effectiveness. The benefits from using both fuzzing and static code analysis are derived from the differences in the testing technologies.

10 Conclusion

The purpose of proactive testing is to find vulnerabilities, before somebody else finds them and exploits them. By integrating fuzzing and static analysis into your software development process, you can discover flaws at the earliest possible moment. The earlier the bugs are discovered the cheaper and easier it is to fix them. You can actually gain time and save money through preemptive security and robustness testing. Instead of, racing against the clock to get your system to work again and spending valuable resources in calming down angry customers, you can discover flaws and create patches for them proactively, before any problems occur. Furthermore, if vulnerabilities are fixed early on during the software development process, then there simply will not be any time for anyone to devise an attack.

Proactive testing is not just about protecting systems against attacks. Cleaning up your code also serves another purpose. Namely, it improves the quality of your software. As a white-box testing technique, static code analysis can be used to improve the quality of in-house software developments, but fuzzing can also be used as an auditing tool to verify the quality of outsourced code development. The costs of bad Quality of Service (QoS) and downtime can be considerable to your company reputation and sales. By ensuring the quality of your software you can also avoid other liability problems. And, most importantly, by building the security into your system, you can be sure that it is really secure and not just coated with security.

Static code analysis and fuzzing are complementary in many aspects. While code analysis is static, fuzzing is dynamic. Static analysis is white-box testing, while fuzzing is mainly black-box testing. These two methods complement each other by finding vulnerabilities that could not have been found using just one method. Static analysis can easily find bugs, which would require vast amounts of feeds to uncover with fuzzing. Fuzzing, on the other hand, can find bugs that reveal themselves when the code is executed, for example vulnerabilities in dynamic libraries or bugs created by the code compiler or hardware setup. Overall, using multiple testing methods improves the test coverage as both the BSIMM and SDL models advocate.